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### **1) What is JavaScript?**

**JavaScript** is a scripting language. It is different from Java language. It is object-based, lightweight, cross-platform translated language. It is widely used for client-side validation. The JavaScript Translator (embedded in the browser) is responsible for translating the JavaScript code for the web browser.

**JavaScript** was developed by **Netscape** in 1995 as a scripting programming language for web browser only. **JavaScript** is used to build **interactive websites** with **dynamic** features and to **validate form data**. JavaScript is **high-level** and **dynamic** programming language with first class functions, supported by all modern web browsers. Apart from web browser, JavaScript is also used to build scalable web applications using [Node JS](https://tutorial.techaltum.com/nodejs.html) / Deno / Bun.

**JavaScript** is also known as the **Programming Language of Web** as it is the only programming language for Web browsers. 100% websites are using JavaScript Programming language for frontend.

JS is **single thread** with support of asynchronous events and callbacks functions to improve performance. Unlike Other scripting languages, it is very fast as modern web browsers use *Just in Time* compilers, although earlier till 2009, JavaScript was interpreted in browsers.

### **2) List some features of JavaScript.**

Some of the features of JavaScript are:

* Lightweight
* Interpreted programming language
* Good for the applications which are network-centric
* Complementary to Java
* Complementary to HTML
* Open source
* Cross-platform

### **3) Who developed JavaScript, and what was the first name of JavaScript?**

JavaScript was developed by Brendan Eich, who was a Netscape programmer. Brendan Eich developed this new scripting language in just ten days in the year September 1995. At the time of its launch, JavaScript was initially called Mocha. After that, it was called Live Script and later known as JavaScript.

### **4) List some of the advantages of JavaScript.**

Some of the advantages of JavaScript are:

* Server interaction is less
* Feedback to the visitors is immediate
* Interactivity is high
* Interfaces are richer

### **5) List some of the disadvantages of JavaScript.**

Some of the disadvantages of JavaScript are:

* No support for multithreading
* No support for multiprocessing
* Reading and writing of files is not allowed
* No support for networking applications.

### **6) Define a named function in JavaScript.**

The function which has named at the time of definition is called a named function. For example

1. function msg()
2. {
3. document.writeln("Named Function");
4. }
5. msg();

### **7) Name the types of functions**

The types of function are:

* **Named** - These type of functions contains name at the time of definition. For Example:
  1. function display()
  2. {
  3. document.writeln("Named Function");
  4. }
  5. display();
* **Anonymous** - These type of functions doesn't contain any name. They are declared dynamically at runtime.
  1. var display=function()
  2. {
  3. document.writeln("Anonymous Function");
  4. }
  5. display();

### **8) Define anonymous function**

It is a function that has no name. These functions are declared dynamically at runtime using the function operator instead of the function declaration. The function operator is more flexible than a function declaration. It can be easily used in the place of an expression. For example:

1. var display=function()
2. {
3. alert("Anonymous Function is invoked");
4. }
5. display();

### **9) Can an anonymous function be assigned to a variable?**

Yes, you can assign an anonymous function to a variable.

### **10) In JavaScript what is an argument object?**

The variables of JavaScript represent the arguments that are passed to a function.

### **11) Define closure.**

In JavaScript, we need closures when a variable which is defined outside the scope in reference is accessed from some inner scope.

1. var num = 10;
2. function sum()
3. {
4. document.writeln(num+num);
5. }
6. sum();

### **12) If we want to return the character from a specific index which method is used?**

The JavaScript string charAt() method is used to find out a char value present at the specified index. The index number starts from 0 and goes to n-1, where n is the length of the string. The index value can't be a negative, greater than or equal to the length of the string. For example:

1. var str="Javatpoint";
2. document.writeln(str.charAt(4));

### **13) What is the difference between JavaScript and JScript?**

Netscape provided the JavaScript language. Microsoft changed the name and called it JScript to avoid the trademark issue. In other words, you can say JScript is the same as JavaScript, but Microsoft provides it.

### **14) How to write a hello world example of JavaScript?**

A simple example of JavaScript hello world is given below. You need to place it inside the body tag of HTML.

1. **<script** type="text/javascript"**>**
2. document.write("JavaScript Hello World!");
3. **</script>**

### **15) What are the key differences between Java and JavaScript? / How is JavaScript different from Java?**

JavaScript is a lightweight programming language (most commonly known as scripting language) developed by Netscape, Inc. It is used to make web pages interactive. It is not a part of the Java platform. Following is a list of some key differences between Java and JavaScript

**A list of key differences between Java and JavaScript**

|  |  |
| --- | --- |
| **Java** | **JavaScript** |
| Java is a complete and strongly typed programming language used for backend coding. In Java, variables must be declared first to use in the program, and the type of a variable is checked at compile-time. | JavaScript is a weakly typed, lightweight programming language (most commonly known as scripting language) and has more relaxed syntax and rules. |
| Java is an object-oriented programming (OOPS) language or structured programming languages such as C, C++, or .Net. | JavaScript is a client-side scripting language, and it doesn't fully support the OOPS concept. It resides inside the HTML documents and is used to make web pages interactive (not achievable with simple HTML). |
| Java creates applications that can run in any virtual machine (JVM) or browser. | JavaScript code can run only in the browser, but it can now run on the server via Node.js. |
| The Java code needs to be compiled. | The JavaScript code doesn't require to be complied. |
| Java Objects are class-based. You can't make any program in Java without creating a class. | JavaScript Objects are prototype-based. |
| Java is a Complete and Standalone language that can be used in backend coding. | JavaScript is assigned within a web page and integrates with its HTML content. |
| Java programs consume more memory. | JavaScript code is used in HTML web pages and requires less memory. |
| The file extension of the Java program is written as ".Java" and it translates source code into bytecodes which are then executed by JVM (Java Virtual Machine). | The JavaScript file extension is written as ".js" and it is interpreted but not compiled. Every browser has a JavaScript interpreter to execute the JS code. |
| Java supports multithreading. | JavaScript doesn't support multithreading. |
| Java uses a thread-based approach to concurrency. | JavaScript uses an event-based approach to concurrency. |

### **16) How to use external JavaScript file?**

I am assuming that js file name is message.js, place the following script tag inside the head tag.

1. **<script** type="text/javascript" src="message.js"**></script>**

### **17) Is JavaScript case sensitive language?**

Yes, JavaScript is a case sensitive language. For example:

1. Var msg = "JavaScript is a case-sensitive language"; //Here, var should be used to declare a variable
2. function display()
3. {
4. document.writeln(msg); // It will not display the result.
5. }
6. display();

### **18) What is BOM?**

**BOM** stands for Browser Object Model. It provides interaction with the browser. The default object of a browser is a window. So, you can call all the functions of the window by specifying the window or directly.

**For example:**

1. window.alert("hello javatpoint");

is same as:

1. alert("hello javatpoint");

The window object provides various properties like document, history, screen, navigator, location, innerHeight, innerWidth,
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### **19) What is DOM? What is the use of document object?**

**DOM** stands for Document Object Model. A document object represents the HTML document. It can be used to access and change the content of HTML.

When html document is loaded in the browser, it becomes a document object. It is the **root element** that represents the html document. It has properties and methods. By the help of document object, we can add dynamic content to our web page.

As mentioned earlier, it is the object of window. So

1. window.document

Is same as

1. document

According to W3C - *"The W3C Document Object Model (DOM) is a platform and language-neutral interface that allows programs and scripts to dynamically access and update the content, structure, and style of a document."*

## **Properties of document object**

Let's see the properties of document object that can be accessed and modified by the document object.

![javascript document object](data:image/png;base64,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)

## **Methods of document object**

We can access and change the contents of document by its methods.

The important methods of document object are as follows:

|  |  |
| --- | --- |
| **Method** | **Description** |
| write("string") | writes the given string on the doucment. |
| writeln("string") | writes the given string on the doucment with newline character at the end. |
| getElementById() | returns the element having the given id value. |
| getElementsByName() | returns all the elements having the given name value. |
| getElementsByTagName() | returns all the elements having the given tag name. |
| getElementsByClassName() | returns all the elements having the given class name. |

### **Accessing field value by document object**

In this example, we are going to get the value of input text by user. Here, we are using **document.form1.name.value** to get the value of name field.

Here, **document** is the root element that represents the html document.

**form1** is the name of the form.

**name** is the attribute name of the input text.

**value** is the property, that returns the value of the input text.

Let's see the simple example of document object that prints name with welcome message.

1. **<script** type="text/javascript"**>**
2. function printvalue(){
3. var name=document.form1.name.value;
4. alert("Welcome: "+name);
5. }
6. **</script>**
8. **<form** name="form1"**>**
9. Enter Name:**<input** type="text" name="name"**/>**
10. **<input** type="button" onclick="printvalue()" value="print name"**/>**
11. **</form>**

### **20) What is the use of window object?**

The window object is created automatically by the browser that represents a window of a browser. Window is the object of browser, **it is not the object of javascript**. The javascript objects are string, array, date etc.

The window object is used to display the popup dialog box. Let's see with description.

|  |  |
| --- | --- |
| **Method** | **Description** |
| alert() | displays the alert box containing the message with ok button. |
| confirm() | displays the confirm dialog box containing the message with ok and cancel button. |
| prompt() | displays a dialog box to get input from the user. |
| open() | opens the new window. |
| close() | closes the current window. |
| setTimeout() | performs the action after specified time like calling function, evaluating expressions. |

### **21) What is the use of history object?**

The history object of a browser can be used to switch to history pages such as back and forward from the current page or another page. There are three methods of history object.

1. history.back() - It loads the previous page.
2. history.forward() - It loads the next page.
3. history.go(number) - The number may be positive for forward, negative for backward. It loads the given page number.

### **22) How to write a comment in JavaScript?**

There are two types of comments in JavaScript.

1. Single Line Comment: It is represented by // (double forward slash)
2. Multi-Line Comment: Slash represents it with asterisk symbol as /\* write comment here \*/

### **23) How to create a function in JavaScript?**

**JavaScript functions** are used to perform operations. We can call JavaScript function many times to reuse the code.

#### **Advantage of JavaScript function**

There are mainly two advantages of JavaScript functions.

1. **Code reusability**: We can call a function several times so it save coding.
2. **Less coding**: It makes our program compact. We don’t need to write many lines of code each time to perform a common task.

To create a function in JavaScript, follow the following syntax.

1. function function\_name(){
2. //function body
3. }

### **24) What are the different data types present in JavaScript?**

There are two types of data types in JavaScript:

* Primitive data types
* Non- Primitive data types

## **JavaScript primitive data types**

There are five types of primitive data types in JavaScript. They are as follows:

|  |  |
| --- | --- |
| **Data Type** | **Description** |
| String | represents sequence of characters e.g. "hello" |
| Number | represents numeric values e.g. 100 |
| Boolean | represents boolean value either false or true |
| Undefined | represents undefined value |
| Null | represents null i.e. no value at all |

The primitive data types are as follows:

**String:** The string data type represents a sequence of characters. It is written within quotes and can be represented using a single or a double quote.

**Example:**

1. var str1 = "Hello JavaTpoint"; //using double quotes
2. var str2 = 'Hello Javatpoint'; //using single quotes

**Number:** The number data type is used to represent numeric values and can be written with or without decimals. JavaScript integers are only accurate up to 15 digits:

**Example:**

1. var x = 5; //without decimal
2. var y = 5.0; //with decimal

**Boolean:** The Boolean data type is used to represent a Boolean value, either false or true. This data type is generally used for conditional testing.

**Example:**

1. var x = 5;
2. var y =  6;
3. var z =  5;
4. (x == y) // returns false
5. (x == z) //returns true

**BigInt:** The BigInt data type is used to store numbers beyond the Number data type limitation. This data type can store large integers and is represented by adding "n" to an integer literal.

**Example:**

1. var bigInteger =  123456789012345678901234567890n;
2. // This is an example of bigInteger.

**Undefined:** The Undefined data type is used when a variable is declared but not assigned. The value of this data type is undefined, and its type is also undefined.

**Example:**

1. var x; // value of x is undefined
2. var y = undefined; // You can also set the value of a variable as undefined.

**Null:** The Null data type is used to represent a non-existent, null, or an invalid value i.e. no value at all.

**Example:**

1. var  x = null;

**Symbol:** Symbol is a new data type introduced in the ES6 version of JavaScript. It is used to store an anonymous and unique value.

**Example:**

1. var symbol1 = Symbol('symbol');

**typeof:** The typeof operator is used to determine what type of data a variable or operand contains. It can be used with or without parentheses (typeof(x) or typeof x). This is mainly used in situations when you need to process the values of different types.

**Example:**

1. typeof 10;  // Returns: "number"
2. typeof 10.0;  // Returns: "number"
3. typeof 2.5e-4;  // Returns: "number"
4. typeof Infinity;  // Returns: "number"
5. typeof NaN;  // Returns: "number". Despite being "Not-A-Number"

// Strings

1. typeof '';  // Returns: "string"
2. typeof 'Welcome to JavaTpoint';  // Returns: "string"
3. typeof '12';  // Returns: "string". Number within quotes is typeof string

// Booleans

1. typeof true;  // Returns: "boolean"
2. typeof false;  // Returns: "boolean"

// Undefined

1. typeof undefined;  // Returns: "undefined"
2. typeof undeclaredVariable; // Returns: "undefined"

// Null

1. typeof Null;  // Returns: "object"

// Objects

1. typeof {name: "John", age: 18};  // Returns: "object"

// Arrays

1. typeof [1, 2, 3];  // Returns: "object"

// Functions

1. typeof function(){};  // Returns: "function"

**Non-Primitive data types**

In the above examples, we can see that the primitive data types can store only a single value. To store multiple and complex values, we have to use non-primitive data types.

The non-primitive data types are as follows:

|  |  |
| --- | --- |
| **Data Type** | **Description** |
| Object | represents instance through which we can access members |
| Array | represents group of similar values |
| RegExp | represents regular expression |

**Object:** The Object is a non-primitive data type. It is used to store collections of data. An object contains properties, defined as a key-value pair. A property key (name) is always a string, but the value can be any data type, such as strings, numbers, Booleans, or complex data types like arrays, functions, and other objects.

**Example:**

// Collection of data in key-value pairs

1. var obj1 = {
2. x:  123,
3. y:  "Welcome to JavaTpoint",
4. z: function(){
5. return this.x;
6. }
7. }

**Array:** The Array data type is used to represent a group of similar values. Every value in an array has a numeric position, called its index, and it may contain data of any data type - numbers, strings, Booleans, functions, objects, and even other arrays. The array index starts from 0 so that the first array element is arr[0], not arr[1].

**Example:**

1. var colors = ["Red", "Yellow", "Green", "Orange"];
2. var cities = ["Noida", "Delhi", "Ghaziabad"];
3. alert(colors[2]);   // Output: Green
4. alert(cities[1]);   // Output: Delhi

### **25) What is the difference between == and ===?**

The == operator checks equality only whereas === checks equality, and data type, i.e., a value must be of the same type.

### **26) How to write HTML code dynamically using JavaScript?**

The innerHTML property is used to write the HTML code using JavaScript dynamically. It is used mostly in the web pages to generate the dynamic html such as registration form, comment form, links etc.

Let's see a simple example:

1. document.getElementById('mylocation').innerHTML="<h2>This is heading using JavaScript</h2>";

We are going to create the html form when user clicks on the button.

In this example, we are dynamically writing the html form inside the div name having the id mylocation. We are identifing this position by calling the document.getElementById() method.

1. **<script** type="text/javascript" **>**
2. function showcommentform() {
3. var data="Name:**<input** type='text' name='name'**><br>**Comment:**<br><textarea** rows='5' cols='80'**></textarea>**
4. **<br><input** type='submit' value='Post Comment'**>**";
5. document.getElementById('mylocation').innerHTML=data;
6. }
7. **</script>**
8. **<form** name="myForm"**>**
9. **<input** type="button" value="comment" onclick="showcommentform()"**>**
10. **<div** id="mylocation"**></div>**
11. **</form>**

### **27) How to write normal text code using JavaScript dynamically?**

The innerText property is used to write the simple text using JavaScript dynamically. Let's see a simple example:

1. document.getElementById('mylocation').innerText="This is text using JavaScript";

### **28) How to create objects in JavaScript?**

There are 3 ways to create an object in JavaScript.

1. By object literal
2. By creating an instance of Object
3. By Object Constructor

## **1) JavaScript Object by object literal**

Let's see a simple code to create an object using object literal.

1. **<script>**
2. emp={id:102,name:"Shyam Kumar",salary:40000}
3. document.write(emp.id+" "+emp.name+" "+emp.salary);
4. **</script>**

## **2) By creating instance of Object**

The syntax of creating object directly is given below:

1. var objectname=new Object();

Here, **new keyword** is used to create object.

Let’s see the example of creating object directly.

1. **<script>**
2. var emp=new Object();
3. emp.id=101;
4. emp.name="Ravi Malik";
5. emp.salary=50000;
6. document.write(emp.id+" "+emp.name+" "+emp.salary);
7. **</script>**

## **3) By using an Object constructor**

Here, you need to create function with arguments. Each argument value can be assigned in the current object by using this keyword.

The **this keyword** refers to the current object.

The example of creating object by object constructor is given below.

1. **<script>**
2. function emp(id,name,salary){
3. this.id=id;
4. this.name=name;
5. this.salary=salary;
6. }
7. e=new emp(103,"Vimal Jaiswal",30000);
9. document.write(e.id+" "+e.name+" "+e.salary);
10. **</script>**

## **Defining method in JavaScript Object**

We can define method in JavaScript object. But before defining method, we need to add property in the function with same name as method.

The example of defining method in object is given below.

1. **<script>**
2. function emp(id,name,salary){
3. this.id=id;
4. this.name=name;
5. this.salary=salary;
6. // adding property in the function with same name as method
7. this.changeSalary=changeSalary;
8. function changeSalary(otherSalary){
9. this.salary=otherSalary;
10. }
11. }
12. e=new emp(103,"Sonoo Jaiswal",30000);
13. document.write(e.id+" "+e.name+" "+e.salary);
14. e.changeSalary(45000);
15. document.write("**<br>**"+e.id+" "+e.name+" "+e.salary);
16. **</script>**

#### **Output of the above example**

103 Sonoo Jaiswal 30000  
103 Sonoo Jaiswal 45000

### **29) How to create an array in JavaScript?**

There are 3 ways to create an array in JavaScript.

1. By array literal
2. By creating an instance of Array
3. By using an Array constructor

## **1) JavaScript array literal**

The syntax of creating array using array literal is given below:

1. var arrayname=[value1,value2.....valueN];

As you can see, values are contained inside [ ] and separated by , (comma).

Let's see the simple example of creating and using array in JavaScript.

1. **<script>**
2. var emp=["Sonoo","Vimal","Ratan"];
3. for (i=0;i**<emp.length**;i++){
4. document.write(emp[i] + "**<br/>**");
5. }
6. **</script>**

## **2) JavaScript Array directly (new keyword)**

The syntax of creating array directly is given below:

1. var arrayname=new Array();

Here, **new keyword** is used to create instance of array.

Let's see the example of creating array directly.

1. **<script>**
2. var i;
3. var emp = new Array();
4. emp[0] = "Arun";
5. emp[1] = "Varun";
6. emp[2] = "John";
8. for (i=0;i**<emp.length**;i++){
9. document.write(emp[i] + "**<br>**");
10. }
11. **</script>**

## **3) JavaScript array constructor (new keyword)**

Here, you need to create instance of array by passing arguments in constructor so that we don't have to provide value explicitly.

The example of creating object by array constructor is given below.

1. **<script>**
2. var emp=new Array("Jai","Vijay","Smith");
3. for (i=0;i**<emp.length**;i++){
4. document.write(emp[i] + "**<br>**");
5. }
6. **</script>**

## **JavaScript Array Methods**

Let's see the list of JavaScript array methods with their description.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| [concat()](https://www.javatpoint.com/javascript-array-concat-method) | It returns a new array object that contains two or more merged arrays. |
| [copywithin()](https://www.javatpoint.com/javascript-array-copywithin-method) | It copies the part of the given array with its own elements and returns the modified array. |
| [entries()](https://www.javatpoint.com/javascript-array-entries-method) | It creates an iterator object and a loop that iterates over each key/value pair. |
| [every()](https://www.javatpoint.com/javascript-array-every-method) | It determines whether all the elements of an array are satisfying the provided function conditions. |
| [flat()](https://www.javatpoint.com/javascript-array-flat-method) | It creates a new array carrying sub-array elements concatenated recursively till the specified depth. |
| [flatMap()](https://www.javatpoint.com/javascript-array-flatmap-method) | It maps all array elements via mapping function, then flattens the result into a new array. |
| [fill()](https://www.javatpoint.com/javascript-array-fill-method) | It fills elements into an array with static values. |
| [from()](https://www.javatpoint.com/javascript-array-from-method) | It creates a new array carrying the exact copy of another array element. |
| [filter()](https://www.javatpoint.com/javascript-array-filter-method) | It returns the new array containing the elements that pass the provided function conditions. |
| [find()](https://www.javatpoint.com/javascript-array-find-method) | It returns the value of the first element in the given array that satisfies the specified condition. |
| [findIndex()](https://www.javatpoint.com/javascript-array-findindex-method) | It returns the index value of the first element in the given array that satisfies the specified condition. |
| [forEach()](https://www.javatpoint.com/javascript-array-foreach-method) | It invokes the provided function once for each element of an array. |
| [includes()](https://www.javatpoint.com/javascript-array-includes-method) | It checks whether the given array contains the specified element. |
| [indexOf()](https://www.javatpoint.com/javascript-array-indexof-method) | It searches the specified element in the given array and returns the index of the first match. |
| [isArray()](https://www.javatpoint.com/javascript-array-isarray-method) | It tests if the passed value is an array. |
| [join()](https://www.javatpoint.com/javascript-array-join-method) | It joins the elements of an array as a string. |
| [keys()](https://www.javatpoint.com/javascript-array-keys-method) | It creates an iterator object that contains only the keys of the array, then loops through these keys. |
| [lastIndexOf()](https://www.javatpoint.com/javascript-array-lastindexof-method) | It searches the specified element in the given array and returns the index of the last match. |
| [map()](https://www.javatpoint.com/javascript-array-map-method) | It calls the specified function for every array element and returns the new array |
| [of()](https://www.javatpoint.com/javascript-array-of-method) | It creates a new array from a variable number of arguments, holding any type of argument. |
| [pop()](https://www.javatpoint.com/javascript-array-pop-method) | It removes and returns the last element of an array. |
| [push()](https://www.javatpoint.com/javascript-array-push-method) | It adds one or more elements to the end of an array. |
| [reverse()](https://www.javatpoint.com/javascript-array-reverse-method) | It reverses the elements of given array. |
| [reduce(function, initial)](https://www.javatpoint.com/javascript-array-reduce-method) | It executes a provided function for each value from left to right and reduces the array to a single value. |
| [reduceRight()](https://www.javatpoint.com/javascript-array-reduceright-method) | It executes a provided function for each value from right to left and reduces the array to a single value. |
| [some()](https://www.javatpoint.com/javascript-array-some-method) | It determines if any element of the array passes the test of the implemented function. |
| [shift()](https://www.javatpoint.com/javascript-array-shift-method) | It removes and returns the first element of an array. |
| [slice()](https://www.javatpoint.com/javascript-array-slice-method) | It returns a new array containing the copy of the part of the given array. |
| [sort()](https://www.javatpoint.com/javascript-array-sort-method) | It returns the element of the given array in a sorted order. |
| [splice()](https://www.javatpoint.com/javascript-array-splice-method) | It add/remove elements to/from the given array. |
| [toLocaleString()](https://www.javatpoint.com/javascript-array-tolocalestring-method) | It returns a string containing all the elements of a specified array. |
| [toString()](https://www.javatpoint.com/javascript-array-tostring-method) | It converts the elements of a specified array into string form, without affecting the original array. |
| [unshift()](https://www.javatpoint.com/javascript-array-unshift-method) | It adds one or more elements in the beginning of the given array. |
| [values()](https://www.javatpoint.com/javascript-array-values-method) | It creates a new iterator object carrying values for each index in the array. |

### **30) What does the isNaN() function?**

The isNaN() function returns true if the variable value is not a number. For example:

1. function number(num) {
2. if (isNaN(num)) {
3. return "Not a Number";
4. }
5. return "Number";
6. }
7. console.log(number('1000F'));
8. // expected output: "Not a Number"
10. console.log(number('1000'));
11. // expected output: "Number"

### **31) What is the output of 10+20+"30" in JavaScript?**

3030 because 10+20 will be 30. If there is numeric value before and after +, it treats as binary + (arithmetic operator).

1. function display()
2. {
3. document.writeln(10+20+"30");
4. }
5. display();

### **32) What is the output of "10"+20+30 in JavaScript?**

102030 because after a string all the + will be treated as string concatenation operator (not binary +).

1. function display()
2. {
3. document.writeln("10"+20+30);
4. }
5. display();

### **33) Difference between Client side JavaScript and Server side JavaScript?**

**Client-side JavaScript** comprises the basic language and predefined objects which are relevant to running JavaScript in a browser. The client-side JavaScript is embedded directly by in the HTML pages. The browser interprets this script at runtime.

**Server-side JavaScript** also resembles client-side JavaScript. It has a relevant JavaScript which is to run in a server. The server-side JavaScript are deployed only after compilation.

### **34) In which location cookies are stored on the hard disk?**

The storage of cookies on the hard disk depends on the OS and the browser.

The Netscape Navigator on Windows uses a cookies.txt file that contains all the cookies. The path is c:\Program Files\Netscape\Users\username\cookies.txt

The Internet Explorer stores the cookies on a file username@website.txt. The path is: c:\Windows\Cookies\username@Website.txt.

### **35) What's the difference between event.preventDefault() and event.stopPropagation() methods in JavaScript?**

In JavaScript, the event.preventDefault() method is used to prevent the default behavior of an element.

**For example:** If you use it in a form element, it prevents it from submitting. If used in an anchor element, it prevents it from navigating. If used in a contextmenu, it prevents it from showing or displaying.

On the other hand, the event.stopPropagation() method is used to stop the propagation of an event or stop the event from occurring in the bubbling or capturing phase.

### **36) What is the real name of JavaScript?**

The original name was **Mocha**, a name chosen by Marc Andreessen, founder of Netscape. In September of 1995, the name was changed to LiveScript. In December 1995, after receiving a trademark license from Sun, the name JavaScript was adopted.

### **37) How can you check if the event.preventDefault() method was used in an element?**

When we use the event.defaultPrevent() method in the event object returns a Boolean indicating that the event.preventDefault() was called in a particular element.

### **38) What is the difference between undefined value and null value?**

**Undefined value:** A value that is not defined and is known as undefined value. For example:

1. int number; //Here, a number has an undefined value.

**Null value:** A value that is explicitly specified by the keyword "null" is known as a null value. For example:

1. String str=null; //Here, str has a null value.

### **39) How to set the cursor to wait in JavaScript?**

The cursor can be set to wait in JavaScript by using the property "cursor". The following example illustrates the usage:

1. **<script>**
2. window.document.body.style.cursor = "wait";
3. **</script>**

### **40) What is this [[[]]]?**

This is a three-dimensional array.

1. var myArray = [[[]]];

### **41) Are Java and JavaScript same?**

No, Java and JavaScript are the two different languages. Java is a robust, secured and object-oriented programming language whereas JavaScript is a client-side scripting language with some limitations.

### **42) What is negative infinity?**

Negative Infinity is a number in JavaScript which can be derived by dividing the negative number by zero. For example:

1. var num=-5;
2. function display()
3. {
4. document.writeln(num/0);
5. }
6. display();
7. //expected output: -Infinity

### **43) What is the difference between View state and Session state?**

"View state" is specific to a page in a session whereas "Session state" is specific to a user or browser that can be accessed across all pages in the web application.

### **44) What are the pop-up boxes available in JavaScript?**

* Alert Box
* Confirm Box
* Prompt Box

#### **Example of alert() in JavaScript**

1. **<script** type="text/javascript"**>**
2. function msg(){
3. alert("Hello Alert Box");
4. }
5. **</script>**
6. **<input** type="button" value="click" onclick="msg()"**/>**

#### **Example of confirm() in JavaScript**

1. **<script** type="text/javascript"**>**
2. function msg(){
3. var v= confirm("Are u sure?");
4. if(v==true){
5. alert("ok");
6. }
7. else{
8. alert("cancel");
9. }
10. }
11. **</script>**
12. **<input** type="button" value="delete record" onclick="msg()"**/>**

#### **Example of prompt() in JavaScript**

1. **<script** type="text/javascript"**>**
2. function msg(){
3. var v= prompt("Who are you?");
4. alert("I am "+v);
5. }
6. **</script>**
7. **<input** type="button" value="click" onclick="msg()"**/>**

### **45) How can we detect OS of the client machine using JavaScript?**

The **navigator.appVersion** string can be used to detect the operating system on the client machine.

### **46) How to submit a form using JavaScript by clicking a link?**

Let's see the JavaScript code to submit the form by clicking the link.

1. **<form** name="myform" action="index.php"**>**
2. Search: **<input** type='text' name='query' **/>**
3. **<a** href="javascript: submitform()"**>**Search**</a>**
4. **</form>**
5. **<script** type="text/javascript"**>**
6. function submitform()
7. {
8. document.myform.submit();
9. }
10. **</script>**

### **47) Is JavaScript faster than ASP script?**

Yes, because it doesn't require web server's support for execution.

### **48) How to change the background color of HTML document using JavaScript?**

1. **<script** type="text/javascript"**>**
2. document.body.bgColor="pink";
3. **</script>**

### **49) How to handle exceptions in JavaScript?**

By the help of try/catch block, we can handle exceptions in JavaScript. JavaScript supports try, catch, finally and throw keywords for exception handling.

### **50) How to validate a form in JavaScript?**

1. **<script>**
2. function validateform(){
3. var name=document.myform.name.value;
4. var password=document.myform.password.value;
6. if (name==null || name==""){
7. alert("Name can't be blank");
8. return false;
9. }else if(password.length**<6**){
10. alert("Password must be at least 6 characters long.");
11. return false;
12. }
13. }
14. **</script>**
15. **<body>**
16. **<form** name="myform" method="post" action="abc.jsp" onsubmit="return validateform()" **>**
17. Name: **<input** type="text" name="name"**><br/>**
18. Password: **<input** type="password" name="password"**><br/>**
19. **<input** type="submit" value="register"**>**
20. **</form>**

### **51) How to validate email in JavaScript?**

1. **<script>**
2. function validateemail()
3. {
4. var x=document.myform.email.value;
5. var atposition=x.indexOf("@");
6. var dotposition=x.lastIndexOf(".");
7. if (atposition**<1** || dotposition**<atposition**+2 || dotposition+2**>**=x.length){
8. alert("Please enter a valid email address \n atpostion:"+atposition+"\n dotposition:"+dotposition);
9. return false;
10. }
11. }
12. **</script>**
13. **<body>**
14. **<form** name="myform"  method="post" action="#" onsubmit="return validateemail();"**>**
15. Email: **<input** type="text" name="email"**><br/>**
17. **<input** type="submit" value="register"**>**
18. **</form>**

### **52) What is this keyword in JavaScript?**

The this keyword is a reference variable that refers to the current object. For example:

1. var address=
2. {
3. company:"Javatpoint",
4. city:"Noida",
5. state:"UP",
6. fullAddress:function()
7. {
8. return this.company+" "+this.city+" "+this.state;
9. }
10. };
11. var fetch=address.fullAddress();
12. document.writeln(fetch);

### **53) What is the requirement of debugging in JavaScript?**

JavaScript didn't show any error message in a browser. However, these mistakes can affect the output. The best practice to find out the error is to debug the code. The code can be debugged easily by using web browsers like Google Chrome, Mozilla Firebox.

To perform debugging, we can use any of the following approaches:

* Using console.log() method
* Using debugger keyword

### **54) What is the use of debugger keyword in JavaScript?**

JavaScript debugger keyword sets the breakpoint through the code itself. The debugger stops the execution of the program at the position it is applied. Now, we can start the flow of execution manually. If an exception occurs, the execution will stop again on that particular line. For example:

1. function display()
2. {
3. x = 10;
4. y = 15;
5. z = x + y;
6. debugger;
7. document.write(z);
8. document.write(a);
9. }
10. display();

### **55) What is the role of a strict mode in JavaScript?**

The JavaScript strict mode is used to generates silent errors. It provides "use strict"; expression to enable the strict mode. This expression can only be placed as the first statement in a script or a function.

Strict mode in JavaScript is a feature that was introduced in ECMAScript 5 (ES5) to make JavaScript code more robust by catching common coding mistakes and "unsafe" actions. When you enable strict mode in your JavaScript code, it enforces a stricter set of rules and generates errors or throws exceptions for conditions that would otherwise be silently ignored or cause unexpected behavior.

It's important to note that strict mode is opt-in, meaning you have to explicitly enable it. This is to ensure that older code that relies on non-strict behavior is not broken. However, it is generally recommended to use strict mode in all new JavaScript code as it promotes better coding practices and helps prevent subtle bugs.

For example:

1. "use strict";
2. x=10;
3. console.log(x);

### **57) What is the use of Math object in JavaScript?**

The JavaScript math object provides several constants and methods to perform a mathematical operation. Unlike date object, it doesn't have constructors. For example:

1. function display()
2. {
3. document.writeln(Math.random());
4. }
5. display();

### **58) What is the use of a Date object in JavaScript?**

The JavaScript date object can be used to get a year, month and day. You can display a timer on the webpage by the help of JavaScript date object.

1. function display()
2. {
3. var date=new Date();
4. var day=date.getDate();
5. var month=date.getMonth()+1;
6. var year=date.getFullYear();
7. document.write("**<br>**Date is: "+day+"/"+month+"/"+year);
8. }
9. display();

### **59) What is the use of a Number object in JavaScript?**

The JavaScript number object enables you to represent a numeric value. It may be integer or floating-point. JavaScript number object follows the IEEE standard to represent the floating-point numbers.

1. function display()
2. {
3. var x=102;//integer value
4. var y=102.7;//floating point value
5. var z=13e4;//exponent value, output: 130000
6. var n=new Number(16);//integer value by number object
7. document.write(x+" "+y+" "+z+" "+n);
8. }
9. display();

### **60) What is the use of a Boolean object in JavaScript?**

The JavaScript Boolean is an object that represents value in two states: true or false. You can create the JavaScript Boolean object by Boolean() constructor.

1. function display()
2. {
3. document.writeln(10**<20**);//true
4. document.writeln(10**<5**);//false
5. }
6. display();

### **62) What is the use of a Set object in JavaScript?**

The JavaScript Set object is used to store the elements with unique values. The values can be of any type i.e. whether primitive values or object references. For example:

1. function display()
2. {
3. var set = new Set();
4. set.add("jQuery");
5. set.add("AngularJS");
6. set.add("Bootstrap");
7. for (let elements of set) {
8. document.writeln(elements+"**<br>**");
9. }
10. }
11. display();

### **63) What is the use of a WeakSet object in JavaScript?**

The JavaScript WeakSet object is the type of collection that allows us to store weakly held objects. Unlike Set, the WeakSet are the collections of objects only. It doesn't contain the arbitrary values. For example:

1. function display()
2. {
3. var ws = new WeakSet();
4. var obj1={};
5. var obj2={};
6. ws.add(obj1);
7. ws.add(obj2);
8. //Let's check whether the WeakSet object contains the added object
9. document.writeln(ws.has(obj1)+"**<br>**");
10. document.writeln(ws.has(obj2));
11. }
12. display()

### **64) What is the use of a Map object in JavaScript?**

The JavaScript Map object is used to map keys to values. It stores each element as key-value pair. It operates the elements such as search, update and delete on the basis of specified key. For example:

1. function display()
2. {
3. var map=new Map();
4. map.set(1,"jQuery");
5. map.set(2,"AngularJS");
6. map.set(3,"Bootstrap");
7. document.writeln(map.get(1)+"**<br>**");
8. document.writeln(map.get(2)+"**<br>**");
9. document.writeln(map.get(3));
10. }
11. display();

### **65) What is the use of a WeakMap object in JavaScript?**

The JavaScript WeakMap object is a type of collection which is almost similar to Map. It stores each element as a key-value pair where keys are weakly referenced. Here, the keys are objects and the values are arbitrary values. For example:

1. function display()
2. {
3. var wm = new WeakMap();
4. var obj1 = {};
5. var obj2 = {};
6. var obj3= {};
7. wm.set(obj1, "jQuery");
8. wm.set(obj2, "AngularJS");
9. wm.set(obj3,"Bootstrap");
10. document.writeln(wm.has(obj2));
11. }
12. display();

### **66) What are the falsy values in JavaScript, and how can we check if a value is falsy?**

Those values which become false while converting to Boolean are called falsy values.

1. const falsyValues = ['', 0, null, undefined, NaN, false];

We can check if a value is falsy by using the Boolean function or the Double NOT operator (!!).

Falsy values are the values that, when used in a conditional statement (like an **if** statement), will cause the condition to be **false**. Here are the common falsy values in JavaScript:

1. **false**: The boolean value **false**.
2. **0**: The number zero.
3. **-0**: Negative zero.
4. **0n**: BigInt zero.
5. **""**: An empty string.
6. **null**: A special value representing the absence of any object value.
7. **undefined**: A value representing an uninitialized or non-existent variable or object property.
8. **NaN**: A special value representing "Not-a-Number."

**Syntax to check falsy value:**

if (!value) {

// The value is falsy

}

### **67) What do you understand by hoisting in JavaScript?**

Hoisting is the default behavior of JavaScript where all the variable and function declarations are moved on top. In simple words, we can say that Hoisting is a process in which, irrespective of where the variables and functions are declared, they are moved on top of the scope. The scope can be both local and global.

**Example 1:**

1. hoistedVariable = 12;
2. console.log(hoistedVariable); // outputs 12 even when the variable is declared after it is initialized
3. var hoistedVariable;

**Example2:**

1. hoistedFunction();  // Outputs " Welcome to JavaTpoint " even when the function is declared after calling
2. function hoistedFunction(){
3. console.log(" Welcome to JavaTpoint ");
4. }
5. Example3:
6. // Hoisting in a local scope
7. function doSomething(){
8. x = 11;
9. console.log(x);
10. var x;
11. }
12. doSomething(); // Outputs 11 since the local variable "x" is hoisted inside the local scope

### **3. What are the various data types that exist in JavaScript?**

These are the different types of data that JavaScript supports:

* Boolean - For true and false values
* Null - For empty or unknown values
* Undefined - For variables that are only declared and not defined or initialized
* Number - For integer and floating-point numbers
* String - For characters and alphanumeric values
* Object - For collections or complex values
* Symbols - For unique identifiers for objects

### **4. What are the features of JavaScript?**

These are the features of JavaScript:

* Lightweight, interpreted programming language
* Cross-platform compatible
* Open-source
* Object-oriented
* Integration with other backend and frontend technologies
* Used especially for the development of network-based applications

### **9. What are the scopes of a variable in JavaScript?**

The scope of a variable implies where the variable has been declared or defined in a JavaScript program. There are two scopes of a variable:

#### **Global Scope**

Global variables, having global scope are available everywhere in a JavaScript code.

#### **Local Scope**

Local variables are accessible only within a function in which they are defined.

### **10. What is the ‘this’ keyword in JavaScript?**

The [‘this’ keyword in JavaScript](https://www.simplilearn.com/tutorials/javascript-tutorial/javascript-this-keyword) refers to the currently calling object. It is commonly used in constructors to assign values to object properties.

### **11. What are the conventions of naming a variable in JavaScript?**

Following are the naming conventions for a variable in JavaScript:

* Variable names cannot be similar to that of reserved keywords. For example, var, let, const, etc.
* Variable names cannot begin with a numeric value. They must only begin with a letter or an underscore character.
* Variable names are case-sensitive.

### **12. What is Callback in JavaScript?**

In JavaScript, functions are objects and therefore, functions can take other functions as arguments and can also be returned by other functions.

![callback.J](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4RDuRXhpZgAATU0AKgAAAAgABAE7AAIAAAAMAAAISodpAAQAAAABAAAIVpydAAEAAAAYAAAQzuocAAcAAAgMAAAAPgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEVzaG5hIFZlcm1hAAAFkAMAAgAAABQAABCkkAQAAgAAABQAABC4kpEAAgAAAAM2NAAAkpIAAgAAAAM2NAAA6hwABwAACAwAAAiYAAAAABzqAAAACAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAMjAyMDowODoxOCAxNzo1MTowMgAyMDIwOjA4OjE4IDE3OjUxOjAyAAAARQBzAGgAbgBhACAAVgBlAHIAbQBhAAAA/+ELHmh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC8APD94cGFja2V0IGJlZ2luPSfvu78nIGlkPSdXNU0wTXBDZWhpSHpyZVN6TlRjemtjOWQnPz4NCjx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iPjxyZGY6UkRGIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczpkYz0iaHR0cDovL3B1cmwub3JnL2RjL2VsZW1lbnRzLzEuMS8iLz48cmRmOkRlc2NyaXB0aW9uIHJkZjphYm91dD0idXVpZDpmYWY1YmRkNS1iYTNkLTExZGEtYWQzMS1kMzNkNzUxODJmMWIiIHhtbG5zOnhtcD0iaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wLyI+PHhtcDpDcmVhdGVEYXRlPjIwMjAtMDgtMThUMTc6NTE6MDIuNjM2PC94bXA6Q3JlYXRlRGF0ZT48L3JkZjpEZXNjcmlwdGlvbj48cmRmOkRlc2NyaXB0aW9uIHJkZjphYm91dD0idXVpZDpmYWY1YmRkNS1iYTNkLTExZGEtYWQzMS1kMzNkNzUxODJmMWIiIHhtbG5zOmRjPSJodHRwOi8vcHVybC5vcmcvZGMvZWxlbWVudHMvMS4xLyI+PGRjOmNyZWF0b3I+PHJkZjpTZXEgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj48cmRmOmxpPkVzaG5hIFZlcm1hPC9yZGY6bGk+PC9yZGY6U2VxPg0KCQkJPC9kYzpjcmVhdG9yPjwvcmRmOkRlc2NyaXB0aW9uPjwvcmRmOlJERj48L3g6eG1wbWV0YT4NCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgPD94cGFja2V0IGVuZD0ndyc/Pv/bAEMABwUFBgUEBwYFBggHBwgKEQsKCQkKFQ8QDBEYFRoZGBUYFxseJyEbHSUdFxgiLiIlKCkrLCsaIC8zLyoyJyorKv/bAEMBBwgICgkKFAsLFCocGBwqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKv/AABEIAK8BLQMBIgACEQEDEQH/xAAfAAABBQEBAQEBAQAAAAAAAAAAAQIDBAUGBwgJCgv/xAC1EAACAQMDAgQDBQUEBAAAAX0BAgMABBEFEiExQQYTUWEHInEUMoGRoQgjQrHBFVLR8CQzYnKCCQoWFxgZGiUmJygpKjQ1Njc4OTpDREVGR0hJSlNUVVZXWFlaY2RlZmdoaWpzdHV2d3h5eoOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4eLj5OXm5+jp6vHy8/T19vf4+fr/xAAfAQADAQEBAQEBAQEBAAAAAAAAAQIDBAUGBwgJCgv/xAC1EQACAQIEBAMEBwUEBAABAncAAQIDEQQFITEGEkFRB2FxEyIygQgUQpGhscEJIzNS8BVictEKFiQ04SXxFxgZGiYnKCkqNTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqCg4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2dri4+Tl5ufo6ery8/T19vf4+fr/2gAMAwEAAhEDEQA/APpGiiigAorC1e5v11KNrOGZ4LUB5NhwHJPQ+vGenc1LrMl0JbaWwZgVilf7pIOFBAIoMHWSvpsbFFc0NRvIPMlcGFZJQWYoWx+7BwAT0z6UkN9qTSR3aZYSJBvTYcHcTnHpQT9Zje1jpqK52HU9WlhlPlqr70UZjPyEtgjHcYq9ql3dWggWI4VlbfKIi/zADAwOmeaClXi481jUorAOoar5UsrxrEq+UCvlFiu4Dc3vj0qtHqGpQQnygziSeQiSSM89MDHYGgl4iK6M6iis7T5r24F41yVQJKyRKEwQB3z3rJsry+sLOON/MdpYw6lkZjuL4IJ+lBTrJWdtGdPRXPy6lqsTSssYkU+bsXyj8u1wAffg5/Cie4unmhZLmSSJ7eYHbCyBmA4+h9/agX1iPY6Ciuej1LUUliiER42KIzGTuUrkvu9j29qu6TdXs8mL0DDQpIMJt2kk5H6UDjWjJ2salFFFBuFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAhJCnAyccD1rBXxI0Wmw3F1bZZ9zOsb8qoON2K36ptpGnuu1rOEjJONvr1oMqkaj+B2Mp9cgkW6S9tluPs7k4Kj+9tUAHr7ntVtNbwLcNZyRCRzGxf5VQggdcc9eOlXm0+0bO63jOdwOV65600aXYr5WLWIeUcp8v3ec/wA6DNQrJ7kN3qy2l9HbmEurFQzq33NxwMiq1/q1xZ6o6+UGtooRI/IySTgVILvR724Mv7uWWNd24oc4U9uOcGlkv9IuGHmsjtcKY8FDlgDyCMdjQKUm07TXkR3Wv/Zy+y1aXYZN2HAwEwSf1pZdbke2u5bS1Lpbo3zu4GWABxjrjmmi50OK1yqxrFlo9vlnuMsMYzyAKFutCcyXCiEtgRsRGcsGHAxjnIoJ5pfzoP7bkjl2SQFpZBGI4gwA3MpP3vwpB4iV9hjtXK4BkO4fJltp+vIpTPorb7doozEIVkLFPlK9uakjudHZoYoxGDKNiJsI+6emMcYNAKU/50Sahq6afcRRtEZA2C5U8oCcA4p9nqQu5riNojCYD0c8kc847dKmnsLW6kWS4gSR1GAzDkc5pYbK2t2kaCBIzJ98qv3qDa1TnvfQrabqo1CSVPJaJowGGTkMp6EflWhUFvZW1oWNtAkRYYO0YzU9BcFJR97cKKKKCwooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAxbbw4iWwS5uZXcK6rtIATc2Tjj+eami0C2iJIlmJKyLnIH38ZIwOOlalFBiqFNdDKt9At7YhhNKxDbsttHO3b2HoaR/Dtq6geZKGVUVWBHG0EDt71NrpI0G8IOD5Z5FXo/wDVr9BQT7OnfksZz6FbPHsMkoQwiIqCADg5B6dc0+00eC0uI5kd2dFZctjncQSeB7VoUUGnsoJ3sFFFFBoFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAGfr3/IAvP+uRq9H/AKtfoKo69/yALz/rkavR/wCrX6CgyX8R+i/UdRRRQahRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUU0SI0jRq6l1ALKDyM9OKjW8tmvXs1njNyiB2hDDcqnoSPSgDF8S6xDbWU9lNFMryoQjbflb8av6Tq8Oqxk20UwRBgu64BPoKknOnanJNp0zwzyxANLDuBaPPQkdRmpJp7PSrHfPJFaW0eF3OwVVycAZ+poMFCoqrk3oWaKAc9KKDcKKrXmp2Gn7ft97b2u/hfOlVN30yasI6yIGRgysMgg5BoAWiobu8trGDzr2eOCLcF3yMFGScAZPqamoAKKiuLmC0hM13NHBEvV5XCqPxNR2mp2N+zCxvbe5KDLCGVX2/XBoAs0UUUAFFNMsayrGzqJGGVQnkj6VFaXttfw+dZXEdxHuK74mDDI6jIoAnooooAKKKY80UbokkiI0hwiswBY9cD1oAfRRUN1eW1jEJbyeOCNmCBpGCgseg57mgCaiqQ1rTGlEYv7YuZ/s4XzRnzf7n+97VdoAKKKhF7bG+NkLiM3Sx+YYdw3hc43Y64z3oAmoqNJ4pJZI45UeSIgOisCUJGRkduKkoAKKZLLHBE0szrHGoyzMcACn9elABRUX2mD7V9m86Pz9u7yt43Y9cdcVLQAUUUUAYXjSe/tvCd3LpJlWcbctCuXVNw3FR6hc1yF1exx6LbDS9a1qbSHvtt9eOrmaJNnAUlAdpPUgHFelSyxwxl5nWNB1ZzgVE13aIqbriFRISq5cDcfQetAHmdvPrN/b6baJqOpJYTau8MF2cpNJb+X1bI9c4JFVbrUNWh8N26XGq3uba8uY9paRJJ0U/L+8VTyM8Z4NemrremNqs+mi7iF3boJJIycbVIznPTp+VWjdWoXLTwgbPM5cfd/vfT3oA4PRIlX4ny3FzPqMMl1ZQSwwyElZD5Z3K5xj5fcjmqni6zvJPFet3dnd3lo9tpKSxtbHb5jBuFJxyPYV6I2oWS8td2468mVe3XvVhWV1DoQysMhhyCKAPKrq916T+2ri0a4WZ7HT3dolw4DL+82f7VZV/dXN/YeIbO2udVntI47MwpfHMiEzLk4/Pr2r126OlalYzw3b2txbdJVZ1Kj0z6VmJN4f8Lw2i2FtHHHqV0lujWyht8jHALNnkfnQBxuoy6/o9vrthY31/cwQXNqTcSsWkjidN0hUgepA4HApqy61c6NYW9prN0YZ9YWGO4jMhkSIxtkFmVdwB6HFdnb+NtIuZ7WJfOQ3c00KNIoVQ0Qy2TngcVtteWkdukz3EKwt91y4Cn6GgDzyaPTNB8V6gPF9rPfQyW8MdjdTQNOGRVwy8A4Ynk8VV06w1h7bw7psd1faVa3dxduFjJDxwY3Ihz0OOmema9OmuraGJZLieJI2Pys7gA/QmqMXiHT5dXvdPLmOWxSN5ZJMKmHHy4bNAHlmvTXdy17DqV5qjaimqIiWexjB9nDLtbpj8c5z9a1Y7/XpPHbpcX89tcrqOyO2bzDE9t2woQrgjncW6139x4g023u57ZpjJNbwG4lSKMuUT3wOp7DqauWV5bajZxXllKs0Eq7kkXoRQB5RcWep3vw/1W9vb28upZb4QxW82WSNVmGDjqf8K3NZsNV8N+H2uybRHF5A0j6VamI+UG+cMASSK9CwPSjr1oA8om1bU9WupvsV9qENtc6/BDHIoZGSFhg4DDgd+RSfbdXttP8Asd/qOpppUGszW9xexgtOsIUFPmAzgsTyBXrGB6UYGMYoA8vkhtm8XeFrxdR1eW0eGSNLmVWDswbhW+XOD0ORyMVVt7y/j0nT49Su7+x0mS9uxdXNqreYCG/dqSASFPPQV61gccdOlJgEYIGKAPMrdta1VPD1pc6hqdvBcSXi+eh8uWWFQPLL8cEj1FdT4Ulvb34fwG8eaa7aKWPczbZGwzKvJ6HAHNdLijp0oA43whpGqafq0suoW+oRRtAVButSW4XO5eigcHg8/wCNQ3zP/wALE1BpVV72LTA2kJJ90vzv2543Z2/hXcVFLawTTRSzQRySQnMbsoJQ9Mg9qAPMLDV/I8L311/aOv3uqmz/ANLtmDIIZCwBKkphSM9s8dqzjdajdaXf2UtzcX1tBqNk9vJIWkOGJ3YYqCRwO1ey4HPHXrSYHoKAPGdQhkjuJnl+1QRjxPI7y28ZLomwZZeD+daH9rXo0KW3W61WTTZNT8u01CSRonWMLk722liueBx+Vegav4istJZY5P3spPMaYyo9TWhaXdvfWyzWrrJGfTt7e1BmqkHJwT1R5Zb6tqs2i6Qmt6hqVvpf2i4jubyBW807T+6DHbuwee3NQ6zLqMXiGO70mbUJrMaTB9quipW5aHzTuIyPvfh0r1/AIwQMUuB6UGhxitaH4kaY+jNuaWwkN6VJO6PA8sv/ALWemea2p5/EguJBb2WmtEGOxnuXDEdsjZ1rTitLeG4lnhgjSWYgySKgDPgYGT34qagDjfFM3iM+E9TFzZaasX2Z97JcuWAx2BSk+Ftxq1z4LhbWAdqnbaux+Z4+xP8AT2rrrq2hvbWS2uUEkMq7XQ9GHpUiIsaKiKFVRgKBgAUAcf4WDN448TPqCxi/DQABOVEW07dpPP17dK7GoPsVr9t+2fZ4vtO3Z52wb9vpnrip6ACiiigDn/HGmXWseEbqysYzJNIyYUHBwGBPP0rj/E3gW4XVdmm6c9zprWYt4EiZC0D5JJy/3c5zuHNeha1qEmlaNc38Vt9pNuhkaPfsyo5POPTNTafex6lpltfQBhHcxLKgbqAwyM/nQBwj+EruPxLqTLp4nW90ryIr52XKS+WVJbvluMkVRTQvEF7YSxz6Q1sYtAfT0zMreZJuHp0BxXqNFAHncvgKL7dosK6Yr2UNlN9pDtnM7IOTk8nIrV0vQ9VX4UrozMbbUfsrxDc/3SScDI9sCuvooA81j0S9TwzNa2PhCKymKwR3LM0chuArfOVU8E9wT1zz0qtpvhPWYPs6Cxkit4tfhvEjcoNkQA3NhTgdOgr1OigDylvCWqxjS3udF+3xW1/dzTWxdRvR/u9Tg+uPanr4X1pdGtrWbR0axlvLic2iiOWS1Vh+7Ub+AOuSOlep0UAeVWvhbV7ax0WTV9FOsQW1pLbvYNKuYnLkh+eOmBntipL/AMI6w/iqTVbfTFNnD9kYacXBSYKuGXOeqds8GvUaKAOL0V20DxD4kOpWs+25f7dFMsZbzIgoBTjup4xV/wABafc6f4ZxeRGBri4luEgbrEjtkL7cc4966WigAooooAKKKKACiiigAooooAKKKKACiiigDE1vTLFbVZBaQiRriMM3ljJy4zzWpb2VrabvstvHDu6+WoXP5VV1z/jxj/6+Iv8A0MVo0GEYxVRtLt+oUUUUG4UUUUAFFFFABRRRQAUUUUAZ3iAXb+H72PToDPcyxNHGgKjlhjPzcYGc1H4Z0caF4bstPwA8US+bhiwL4+YjPbOa1aKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAM7XP+PGP/r4i/wDQxWjVHVoJLi0RIV3MJo2I9gwJq9QZpPnfy/UKKKKDQKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigCMXEJuTbiRTMq7imeQPWpM1jR6TdJqgvzMhkaUl0xxsPGM4zwADj1p9zps8mr/alWGVSoCmVjmEgH7oHBzmgxU52u49fwNGa5htwhmkCb22rnucZx+lJBdwXP+olV/lDceh5FYEPh+9XZuaBAJlkKqxxwrAnoOuRSx+H7pJoSfs+USFfN3tuTZ12jHegz9rVv8J0mR61GLiIzmEOPMChyvseAf0rnxoN+Zbh2eACXBZFYhZSH3cgDgEZHepf7Euf7Qt7pVt0SJEBtwxKnDMT27ZyPegftaj+ybnmp5pj3fOF3Ee1PzjrWPq2lT3s0rwmMh4kUK7kcqxPPB45FLqGmXN1pNtap5DNGB5gbgHC4yODjn2oLdSav7prk4GTUVvcw3UIlt5A8Z6MO9RW1s6aVFbXJEjiERuc5DHGDWInh68hjgSBoAvlRpL8xHKvuJHHOc0ClOas1G50uQe9RvcQxkh5FBCl8Z5wO9YTeH5xHJ5UiRvKjhyGPzkybgD7Y4/GnPoczNG6W9pEwgkiKq7YQtyCDjnr+tBPtKn8pvKwYAg8EZH0pQQehzWC2iXRvRJui/hPm7m3gBNuwDpgmp9E0mXS2beUw8MasFYnLjOTz9RQVGpNys4mvRRRQbhRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHNz2t/JeMoe6wL9XVsZVU2HkfjTorjWHe0DxzKcKJTt4OSQTjHBHHf8K6Ksm81v7LqBtxBvUfKXDEYbaWA6e3rQccqcaerk0VkhvT4QlikWeS6wRtkGWJ3dvUVcsJb06hdJdLJ5S8xuRhevQcf1NLperNfrIZoRBsiSXh9wKsCfQelU4vEbztsjswZGdFQeZgMGBweR7UApU48sub/g2uQ2t7qctu8qC4nBjfI2AANvwu0454znr0p0FzrG6385JiolZWATBK54YnHp9Kk/4SMoXUW0Y2rKdgl+YbM9RjjOKfP4gKzGO2t0m+YgN5uAcRhz2/CgzUoW+NlY3Gt/Yv8AVzFxKQz7cEjHGBtzjPsfrSzf2pPc263KzfLNC2I4/wB2RwWJPUHPapv+Eif7PvNphmMexQ+QQ6lgTxx0p0fiCSSdE+x7VJiVi0nKmTIHGOelAXpvTnY/U7jUU1OFbKKUxApvIGVYFue3Ye4qbR5byRJhfLJuV/lZxgMPYYH9ak0i7mvdPEtyED72U7Gz0P6VeoOmEeZ+0TdmFFFFBuFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABUbW0LyeY0KF/7xUZqSigVkxqRRx/cRV4A4GOB0FMS1t4/wDVwRrznhQOalooCyKqabaR3LXCxZlYEEsxbr14JwKlW1gQALDGAOmFHpj+VS0UCUYrZERtoGQo0MZUgAgqMHHSlEEI6RIOn8I7dPyqSigdkNSNIgRGioCckKMZPrTqKKBhRRRQAUUUUAf/2Q==)

Fig: Callback function

A [callback](https://www.simplilearn.com/tutorials/javascript-tutorial/callback-function-in-javascript) is a [JavaScript function](https://www.simplilearn.com/tutorials/javascript-tutorial/javascript-functions) that is passed to another function as an argument or a parameter. This function is to be executed whenever the function that it is passed to gets executed.

### **14. What is the difference between Function declaration and Function expression?**

|  |  |
| --- | --- |
| **Function declaration** | **Function expression** |
| Declared as a separate statement within the main JavaScript code | Created inside an expression or some other construct |
| Can be called before the function is defined | Created when the execution point reaches it; can be used only after that |
| Offers better code readability and better code organization | Used when there is a need for a conditional declaration of a function |
| Example:  function abc() {      return 5;  } | Example:  var a = function abc() {      return 5;  } |

### **15. What are the ways of adding JavaScript code in an HTML file?**

There are primarily two ways of embedding JavaScript code:

* We can write JavaScript code within the script tag in the same HTML file; this is suitable when we need just a few lines of scripting within a web page.
* We can import a JavaScript source file into an HTML document; this adds all scripting capabilities to a web page without cluttering the code.

### **16. What do you understand about cookies?**

A cookie is generally a small data that is sent from a website and stored on the user’s machine by a web browser that was used to access the website. Cookies are used to remember information for later use and also to record the browsing activity on a website.

### **17. How would you create a cookie?**

The simplest way of creating a cookie using JavaScript is as below:

document.cookie = "key1 = value1; key2 = value2; expires = date";

### **18. How would you read a cookie?**

Reading a cookie using JavaScript is also very simple. We can use the document.cookie string that contains the cookies that we just created using that string.

The document.cookie string keeps a list of name-value pairs separated by semicolons, where ‘name’ is the name of the cookie, and ‘value’ is its value. We can also use the split() method to break the cookie value into keys and values.

### **19. How would you delete a cookie?**

To delete a cookie, we can just set an expiration date and time. Specifying the correct path of the cookie that we want to delete is a good practice since some browsers won’t allow the deletion of cookies unless there is a clear path that tells which cookie to delete from the user’s machine.

function delete\_cookie(name) {

  document.cookie = name + "=; Path=/; Expires=Thu, 01 Jan 1970 00:00:01 GMT;";

}

### **20. What’s the difference between let and var?**

Both let and var are used for variable and method declarations in JavaScript. So there isn’t much of a difference between these two besides that while var keyword is scoped by function, the let keyword is scoped by a block.

### **21. What are Closures in JavaScript?**

[Closures](https://www.simplilearn.com/tutorials/javascript-tutorial/javascript-closure) provide a better, and concise way of writing JavaScript code for the developers and programmers. Closures are created whenever a variable that is defined outside the current scope is accessed within the current scope.

Closures are a fundamental concept in JavaScript, and they occur when a function is defined within another function and has access to the outer function's variables. This allows the inner function to "remember" and access those variables even after the outer function has finished executing. Closures are a powerful and versatile feature in JavaScript, and they have several important use cases.

function outer() {

let outerVar = "I am from the outer function";

function inner() {

console.log(outerVar); // inner function can access outerVar

}

return inner;

}

const closureFunction = outer();

closureFunction(); // This will log "I am from the outer function"

In this example, **inner** is a closure because it's defined within the **outer** function and can access the **outerVar** variable even after **outer** has completed its execution.

function createCounter() {

let count = 0;

return {

increment: function() {

count++;

},

decrement: function() {

count--;

},

getCount: function() {

return count;

}

};

}

const counter = createCounter();

counter.increment();

counter.increment();

console.log(counter.getCount()); // Outputs 2

In this example, the **createCounter** function creates a closure that encapsulates the **count** variable, providing methods to interact with it while keeping it private from external code. Closures make it possible to maintain state and data isolation within functions, contributing to modular and maintainable code.

### **22. What are the arrow functions in JavaScript?**

Arrow functions are a short and concise way of writing functions in JavaScript. The general syntax of an arrow function is as below:

const helloWorld = () => {

  console.log("hello world!");

};

### **23. What are the different ways an HTML element can be accessed in a JavaScript code?**

Here are the ways an HTML element can be accessed in a JavaScript code:

* getElementByClass(‘classname’): Gets all the HTML elements that have the specified classname.
* getElementById(‘idname’): Gets an HTML element by its ID name.
* getElementbyTagName(‘tagname’): Gets all the HTML elements that have the specified tagname.
* querySelector(): Takes CSS style selector and returns the first selected HTML element.

### **25. What are Imports and Exports in JavaScript?**

Imports and exports help in writing modular code for our [JavaScript applications](https://www.simplilearn.com/applications-of-javascript-article). With the help of imports and exports, we can split a JavaScript code into multiple files in a project. This greatly simplifies the application source code and encourages code readability.

**calc.js file**

export const sqrt = Math.sqrt;

export function square(x) {

  return x \* x;

}

export function diag(x, y) {

  return sqrt(square(x) + square(y));

}

This file exports two functions that calculate the squares and diagonal of the input respectively.

**main.js file**

import { square, diag } from "calc";

console.log(square(4)); // 16

console.log(diag(4, 3)); // 5

Therefore, here we import those functions and pass input to those functions to calculate square and diagonal.

### **26. What is the difference between Document and Window in JavaScript?**

|  |  |
| --- | --- |
| Document | Window |
| The document comes under the windows object and can also be considered as its property. | Window in JavaScript is a global object that holds the structure like variables, functions, location, history, etc. |

### **27. What are some of the JavaScript frameworks and their uses?**

JavaScript has a collection of many frameworks that aim towards fulfilling the different aspects of the web application development process. Some of the prominent frameworks are:

* React - Frontend development of a web application
* Angular - Frontend development of a web application
* Node - Backend or server-side development of a web application

### **28. What is the difference between Undefined and Undeclared in JavaScript?**

|  |  |
| --- | --- |
| Undefined | Undeclared |
| Undefined means a variable has been declared but a value has not yet been assigned to that variable. | Variables that are not declared or that do not exist in a program or application. |

### **29. What is the difference between Undefined and Null in JavaScript?**

|  |  |
| --- | --- |
| Undefined | Null |
| Undefined means a variable has been declared but a value has not yet been assigned to that variable. | Null is an assignment value that we can assign to any variable that is meant to contain no value. |

### **30. What is the difference between Session storage and Local storage?**

|  |  |
| --- | --- |
| Session storage | Local storage |
| The data stored in session storage gets expired or deleted when a page session ends. | Websites store some data in local machine to reduce loading time; this data does not get deleted at the end of a browsing session. |

### **34. What are the scopes of a variable in JavaScript?**

The scope of variables in JavaScript is used to determine the accessibility of variables and functions at various parts of one’s code. There are three types of scopes of a variable, global scope, function scope, block scope

* **Global Scope:** It is used to access the variables and functions from anywhere inside the code.

Example:

var globalVariable = "Hello world";

function sendMessage(){

  return globalVariable; // globalVariable is accessible as it's written in global space

}

* **Function scope:** It is used to declare the function and variables inside the function itself and not outside.
* **Block Scope:** It uses let and const to declare the variables.

Example:

{

  let x = 45;

}

console.log(x); // Gives reference error since x cannot be accessed outside of the block

for(let i=0; i<2; i++){

  // do something

}

console.log(i); // Gives reference error since i cannot be accessed outside of the for loop block

### **39. Implicit Type Conversion in javascript (in detail with examples)**

When the value of one data type is automatically converted into another data type, it is called Implicit type conversion in javascript.

### **40. Is javascript a statically typed or a dynamically typed language?**

Yes, JavaScript is a dynamically typed language and not statically.

### **43. Immediately Invoked Function in JavaScript**

An Immediately Invoked Function also abbreviated as IIFE or IIFY runs as soon as it is defined. To run the function, it needs to be invoked otherwise the declaration of the function is returned.

**Syntax**

(function()

{

  // Do something;

})();

(function(name) {

console.log("Hello, " + name);

})("John"); // Outputs: Hello, John

### **44. Characteristics of javascript strict-mode**

* Strict mode does not allow duplicate arguments and global variables.
* One cannot use JavaScript keywords as a parameter or function name in strict mode.
* All browsers support strict mode.
* Strict mode can be defined at the start of the script with the help of the keyword ‘use strict’.

### **45. Higher Order Functions (with examples)**

Higher-order functions are the functions that take functions as arguments and return them by operating on other functions

Example:

function higherOrder(fn)

 {

  fn();

}

higherOrder(function() { console.log("Hello world") });

### **49. Advantages of using External JavaScript**

* External Javascript allows web designers and developers to collaborate on HTML and javascript files.
* It also enables you to reuse the code.
* External javascript makes Code readability simple.

### **50. What are object prototypes?**

Following are the different object prototypes in javascript that are used to inherit particular properties and methods from the Object.prototype.

1. Date objects are used to inherit properties from the Date prototype
2. Math objects are used to inherit properties from the Math prototype
3. Array objects are used to inherit properties from the Array prototype.

### **51. Types of errors in javascript**

Javascript has two types of errors, Syntax error, and Logical error.

### **52. What is memorization?**

In JavaScript, when we want to cache the return value of a function concerning its parameters, it is called memorization. It is used to speed up the application especially in case of complex, time consuming functions.

### **53. Recursion in a programming language**

Recursion is a technique in a programming language that is used to iterate over an operation whereas a function calls itself repeatedly until we get the result.

### **54. Use of a constructor function (with examples)**

Constructor functions are used to create single objects or multiple objects with similar properties and methods.

Example:

function Person(name,age,gender)

{

  this.name = name;

  this.age = age;

  this.gender = gender;

}

var person1 = new Person("Vivek", 76, "male");

console.log(person1);

var person2 = new Person("Courtney", 34, "female");

console.log(person2);

### **55. Which method is used to retrieve a character from a certain index?**

We can retrieve a character from a certain index with the help of charAt() function method.

### **56. What is BOM?**

BOM is the Browser Object Model where users can interact with browsers that is a window, an initial object of the browser. The window object consists of a document, history, screen, navigator, location, and other attributes. Nevertheless, the window’s function can be called directly as well as by referencing the window.

### **61. Promises in JavaScript**

Promises in JavaScript have four different states. They are as follows:

|  |  |  |  |
| --- | --- | --- | --- |
| **Pending** | **Fulfilled** | **Rejected** | **Settled** |
| Pending is an initial state of promise. It is the initial state of promise where it is in the pending state that neither is fulfilled nor rejected. | It is the state where the promise has been fulfilled that assures that the async operation is done. | It is the state where the promise is rejected and the async operation has failed. | It is the state where the promise is rejected or fulfilled. |

Example:

function sumOfThreeElements(...elements)

{

  return new Promise((resolve, reject)=>{

    if(elements.length > 3)

{

      reject("Just 3 elements or less are allowed");

    }

    else

{

      let sum = 0;

      let i = 0;

      while(i < elements.length)

{

        sum += elements[i];

        i++;

      }

      resolve("Sum has been calculated: "+sum);

    }

  })

}

### **65. What is the use of callbacks?**

* A callback function is used to send input into another function and is performed inside another function.
* It also ensures that a particular code does not run until another code has completed its execution.

### **72. Primitive data types**

The primitive data types are capable of displaying one value at a time. It consists of Boolean, Undefined, Null, Number, and String data types.

### **77. How to detect the OS of the client machine using JavaScript?**

The OS on the client machine can be detected with the help of navigator.appVersion string

### **80. How do you empty an array in JavaScript?**

There are a few ways in which we can empty an array in JavaScript:

* **By assigning array length to 0:**

var arr = [1, 2, 3, 4];

arr.length = 0;

* **By assigning an empty array:**

var arr = [1, 2, 3, 4];

arr = [];

* **By popping the elements of the array:**

var arr = [1, 2, 3, 4];

while (arr.length > 0) {

  arr.pop();

}

* **By using the splice array function:**

var arr = [1, 2, 3, 4];

arr.splice(0, arr.length);

### **81. What is the difference between Event Capturing and Event Bubbling?**

|  |  |
| --- | --- |
| **Event Capturing** | **Event Bubbling** |
| This process starts with capturing the event of the outermost element and then propagating it to the innermost element. | This process starts with capturing the event of the innermost element and then propagating it to the outermost element. |

### **85. What is the difference between Call and Apply?**

|  |  |
| --- | --- |
| **Call** | **Apply** |
| In the call() method, arguments are provided individually along with a ‘this’ value. | In the apply() method, arguments are provided in the form of an array along with a ‘this’ value. |

## **JSON**

**JSON** or **JavaScript Object Notation** is a popular text format. **JSON** is language independent, lightweight and can be used to exchange and store data. **JSON** syntax is both human and machine readable. **JSON** was build in 2001 but JavaScript starts supporting **JSON** in ECMA5. File extension for **JSON** file is .json.

## **What is Closure**

A **Closure** is combination of function and the lexical environment (surrounding state). Using **Closure**, a nested function (function inside another function) can access local variables of parent functions.

**Closure** are created every time a function is created inside another function. The child function can access variables of parent function. But parent function cannot access variables of child function because of scope.

function outer(){

var x=3;

function inner(){

var y=4;

return x+y;

}

return inner;

}

console.log( outer() )

In the above example, the function inner can access variables of outer.

## **Lexical Environment**

**Lexical Environment** is the scope of function. A variable inside function is accessible anywhere in the function. When a nested function is created, it can also access variable of parent function.

## **JavaScript Callback Function**

A function that is passed as an argument to another function is known as **callback function**. This means, **callback functions** are just any JavaScript function, but that can be used as an argument to another function.

**Callback Functions** are high order functions. A **high order functions** in javascript includes **callback functions** and **function that returns a function**.

### **Callback Function Example**

function main(x){

x();

}

function callback(){

console.log("hi");

}

main(callback);

In the above example, main is a function with parameter x. Inside main function, we are calling x. This means x should be a function, not any other datatype. Argument of main function is callback. The above example is **synchronous callback** as the code execute immediately.

**Synchronous callback** is a callback where code execute immediately, i.e. synchronously.

## **Asynchronous Callback**

**Asynchronous callback** is a callback where code within callback function is executed after main thread is completed. **Event Loop** handle all the asynchronous operations in JavaScript. For **asynchronous callback**, we can use any one of below techniques in javascript.

### **Asynchronous techniques in javascript**

1. setTimeout / setInterval
2. events
3. ajax/fetch
4. Promises
5. async await

**Event Loop** is the runtime model on which javascript is based. By default frontend javascript is synchronous. But using **Event Loop**, we can run asynchronous programs in javascript.

### **Iterate each element in querySelectorAll**

To **iterate each element in querySelectorAll**, we should use **forEach** method. forEach is a loop used to iterate [Arrays](https://tutorial.techaltum.com/javascript-arrays.html) or [Objects](https://tutorial.techaltum.com/javascript-objects.html). **querySelectorAll** returns a **Array Like** list, which supports **forEach** Method.

forEach methods first parameter is Callback Function with parameter in Callback.

<p> Para 1</p>

<p> Para 2</p>

<p> Para 3</p>

<script>

document.querySelectorAll('p').forEach(function(i){

console.log(i);

});

</script>

## **Javascript Events**

**Events** are the techniques used by a user to interact with webpage, like **mouse click**, **mouse hover**, **key press**, **keyup**, **right click**, **drag** **touch** etc. Javascript can handle **Keyboard based events**, **mouse based events** and **Touch Based events**. A fully **interactive website** is not possible without **JS Events**.

**Touch based events** and **Drag and Drop** are also supported in javascript after ES5(2011).

#### **onclick**

<script>

document.querySelector("button").onclick=function(){

alert(this.textContent);

}

</script>

<!--add event to element, can assign single function only-->

#### **Event Listener**

<script>

document.querySelector("button").addEventListener("click",function(){ alert(this.textContent) })

</script>

<!--recommended way of dealing with Javascript Events-->

## **Event Listeners**

**Event Listeners** are used to add and remove **JavaScript Events**. The most preferred and recommended way of dealing with **javascript events** is to use **event listeners**. These **event listeners**were introduced in ECMA 5. Thus all modern web browsers support them (*Except I.E 8 and below*).

To use event listeners, we use [addEventListener()](https://tutorial.techaltum.com/addeventlistener.html#addEventListener) function (to add event), and [removeEventListener()](https://tutorial.techaltum.com/addeventlistener.html#removeEventListener) function (to remove an event).

### **Advantage of using Event Listeners**

1. Can add multiple functions on same event.
2. Event can be removed using [removeEventListener](https://tutorial.techaltum.com/addeventlistener.html#removeEventListener) function.
3. [Event Propagation](https://tutorial.techaltum.com/addeventlistener.html#prop) can be changed.
4. Can use custom events, like [touch events](https://tutorial.techaltum.com/addeventlistener.html#touch).

## **Event Propagation**

**Event Propagation** is the order in which an events fire from child element to parent. By default events propagates from child to parent node, also known as bubbling.

Type of event propagations

* Bubbling
* Capturing

### **Event Bubbling**

**Event Bubbling** is when event fire on an elements and then bubbles up to parent Elements till it reach root node. By default all events are bubbling type. In example show, click events is used on both parent div, and child button. But button will call first.

<div id="div1">

<button id="button1">Button 1</button>

</div>

<script>

document.querySelector("#div1").addEventListener("click",function(){

alert("you clicked div");

});

document.querySelector("#button1").addEventListener("click",function(){

alert("you clicked button");

});

</script>

### **Event capturing**

**Event capturing** is when root node is fired first, and then Propagate downwards until it reach targeted element. Capturing is possible by using third boolean parameter (true) in event listener. Here is an example.

<div id="div2">

<button id="button2">Button 1</button>

</div>

<script>

document.querySelector("#div2").addEventListener("click",function(){

alert("you clicked div");

},true);

document.querySelector("#button2").addEventListener("click",function(){

alert("you clicked button");

},true);

</script>

## **AJAX**

**AJAX** stands for **Asynchronous JavaScript and XML**. In **JavaScript AJAX** is used to fetch data asynchronous from web server without refreshing webpage. For example, search results.

**Ajax** can send and receive data like *XML*, *JSON*, *TEXT* and *HTML* from web server without reloading.

### **JavaScript AJAX benefits**

1. Load data from Web Server.
2. Update webpage content without reloading
3. Communicate with web server asynchronously.
4. Send data to server in background.

**Asynchronous** means the request will not block other requests and run in parallel. This is the modern and most efficient way to send or receive data from server.

### **HTTP Status**

The **HTTP Status**property returns **HTTP Status Code**, which is an integer value. Here are some popular **HTTP Status Codes**.

1. **200** → Response is successful
2. **201** → Resource was created
3. **204** → Request is successful, but no data received.
4. **403** → Forbidden
5. **404** → Page Not Found
6. **500** → Internal Server Error

## **Fetch API**

**Fetch API** is [Promise](https://tutorial.techaltum.com/javascript-promise.html) based api used to fetch resource across web server, almost same like [AJAX](https://tutorial.techaltum.com/javascript-ajax.html) but with easy syntax and more features.

**Fetch API** can also send or receive data like *XML*, *JSON*, *TEXT* and *HTML* from web server without reloading. Fetch is also used to **fetch data from Web API** or REST APIs.

### **Fetch Vs Ajax**

| **Properties** | **Fetch** | **Ajax ( xhr)** |
| --- | --- | --- |
| **ECMA Version** | ES6 | ES5 |
| **Architecture** | Promise based | Event Based |
| **Complexity** | Easy | Complex |
| **Syntax** | Simple | Verbose |
| **Request / Response** | Supports | Supports but complex structure |
| **Cookies** | send cookies | Cookie less |

**fetch api** is based on **Request** and **Response**. Request is the incoming stream to server and Response is the outgoing stream from server.

Request is the URL of resource.

then handler is used to get response of request. then includes a callback with Response.

### **fetch example with then handler**

fetch(req).then(res=>res.text()).then(res=>console.log(res));

## **JS Promises**

**JavaScript Promises** are a modern approach to handle **asynchronous operations**. Although we can handle small small asynchronous operations using [Callback Functions](https://tutorial.techaltum.com/callback-function.html), but not large operations. **Promises** can handle long and nested asynchronous operations easily.

**Promises**are also helpful to handle long chaining of nested callback functions known as *callback hell* in javascript.

### **Build-in Promise in JavaScript**

1. [Fetch API](https://tutorial.techaltum.com/fetch-api.html)
2. [getBattery](https://tutorial.techaltum.com/javascript-navigator.html#getbattery)

## **Promise States**

A **Promise** is always in one of these states, pending, fulfilled and rejected. For **chaining in Promise**, we can use **then** or **catch** method.
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|  |  |
| --- | --- |
| **Promise State** | **Explanation** |
| **pending** | The initial state, waiting for fulfill or reject |
| **fulfilled** | the operation has successfully done |
| **rejected** | the operation was failed |

A Promise is said to be resolved or settled when it is fulfilled or rejected. Once settled (resolved or rejected), a Promise cannot be changed. That means a Promise is immutable after settled.

The **then()** and **catch()** methods of Promise are used to handle callbacks that executes when it is settled or resolved.

### **Promise fulfilled**

function done(){

console.log("done");

}

function error(){

console.error("error");

}

var promise=new Promise((resolve,reject)=>{

resolve();

reject();

});

promise.then(done).catch(error);

## **Async and Await**

**Async and Await functions**are also used to handle **asynchronous operations**. They use **async** and **await** keywords to handle [Promises](https://tutorial.techaltum.com/javascript-promise.html) based functionality but in neater and cleaner way. Thus we can avoid using Promises and its chaining for asynchronous programming.

### **Asynchronous programming in JavaScript**

To run a code **asynchronously** in JavaScript, we can use any one of following.

1. setTimeout
2. setInterval
3. Events
4. Promises
5. Async and Await

## **Async**

**Async keyword** is used before function keyword. Async function will always return a promise. Even if the return value of async function is not a promise, it will still be wrapped in a promise.

## **Await**

**await** keyword or operator is used inside async function to wait for promise.  **await** will wait for promise to full filled or reject and return the output.

**await** is only used in **async function** or top level of module.

async function asyncFunction(){

let getData=function(){

return setTimeout(function(){

console.log("task done");

});

};

let res=await getData;

res();

console.log("function called");

}

asyncFunction();

console.log("app start");

1. app start
2. function called
3. task done

## **Cookies**

**JavaScript Cookies** are used to store data on client side by in string format. Data stored in cookies can be used when user visit again. Cookies was developed by Netscape for Navigator Browser. When user leaves a website, browser never save anything. Cookies can save upto 4kb text data on client side.

### **Cookies advantages**

1. Login using cookies (without password).
2. Product added in shopping cart.
3. Last visited products on e-commerce sites.
4. Ads Channels show relevant ads.
5. Sites like Google use cookies for securities.

### **Cookies Limitations**

1. Can store text data only.
2. Can store upto 4kb data only.

## **Create Cookies**

To **create cookies in javascript**, we use document.cookie property and assign key/value in strings. Key and values in string must be separated by = .

### **Create Cookie Example**

document.cookie="name=avinash";

document.cookie="location=delhi";